## **LAB 4**

## **Experiment 1**

## OBJECTIVE: To perform and implement various iterative sorting algorithms:

* Bubble Sort
* Insertion Sort
* Selection Sort

**THEORY:**

Sorting is a fundamental operation in computer science used to arrange data in a particular order (ascending or descending). This lab demonstrates three common iterative sorting techniques which are simple and easy to understand.

**ALGORITHM:**

1. **Bubble Sort**

Bubble Sort compares adjacent elements and swaps them if they are in the wrong order. This process continues until the array is sorted.

Key Points:

* Time Complexity: O(n²)
* Best Case (already sorted): O(n)
* Worst Case: O(n²)

1. **Insertion Sort**

Insertion Sort builds the final sorted array one element at a time. It removes one element from the input data, finds the location it belongs to, and inserts it there.

Key Points:

* Time Complexity: O(n²)
* Best Case (already sorted): O(n)
* Worst Case: O(n²)

1. **Selection Sort**

Selection Sort divides the input into a sorted and unsorted region. It repeatedly selects the smallest (or largest) element from the unsorted region and moves it to the end of the sorted region.

Key Points:

* Time Complexity: O(n²)
* Best Case: O(n²)
* Worst Case: O(n²)

## PROGRAMS

1. **Bubble Sort :**

*#include<stdio.h>*

*#include<conio.h>*

*void BubbleSort(int arr[], int n) {*

*int i, j, temp;*

*for (i = 0; i < n - 1; i++) {*

*for (j = 0; j < n - i - 1; j++) {*

*if (arr[j] > arr[j + 1]) {*

*temp = arr[j];*

*arr[j] = arr[j + 1];*

*arr[j + 1] = temp;*

*}*

*}*

*}*

*}*

*void printArray(int arr[], int size) {*

*for (int i = 0; i < size; i++)*

*printf("%d ", arr[i]);*

*printf("\n");*

*}*

*int main() {*

*int arr[100], n;*

*printf("Enter number of elements: ");*

*scanf("%d", &n);*

*printf("Enter %d elements: ", n);*

*for (int i = 0; i < n; i++)*

*scanf("%d", &arr[i]);*

*printf("\nUnsorted array:\n");*

*printArray(arr, n);*

*BubbleSort(arr, n);*

*printf("\nSorted array:\n");*

*printArray(arr, n);*

*getch();*

*return 0;*

*}*

## Output:

![](data:image/png;base64,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)

1. **Insertion Sort:**

*#include<stdio.h>*

*#include<conio.h>*

*void InsertionSort(int arr[], int n) {*

*int temp, i, j;*

*for (i = 1; i < n; i++) {*

*temp = arr[i];*

*j = i - 1;*

*while (j >= 0 && arr[j] > temp) {*

*arr[j + 1] = arr[j];*

*j--;*

*}*

*arr[j + 1] = temp;*

*}*

*}*

*void printArray(int arr[], int size) {*

*for (int i = 0; i < size; i++)*

*printf(" %d", arr[i]);*

*printf("\n");*

*}*

*int main() {*

*int arr[100], n;*

*printf("Enter number of elements: ");*

*scanf("%d", &n);*

*printf("Enter %d elements: ", n);*

*for (int i = 0; i < n; i++)*

*scanf("%d", &arr[i]);*

*printf("\nUnsorted Array:\n");*

*printArray(arr, n);*

*InsertionSort(arr, n);*

*printf("\nSorted Array:\n");*

*printArray(arr, n);*

*getch();*

*return 0;*

*}*

## Output:
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1. Selection Sort :

*#include<stdio.h>*

*#include<conio.h>*

*void SelectionSort(int arr[], int n) {*

*int i, j, pos, least;*

*for (i = 0; i < n - 1; i++) {*

*pos = i;*

*least = arr[pos];*

*for (j = i + 1; j < n; j++) {*

*if (least > arr[j]) {*

*pos = j;*

*least = arr[pos];*

*}*

*}*

*if (pos != i) {*

*int temp = arr[i];*

*arr[i] = least;*

*arr[pos] = temp;*

*}*

*}*

*}*

*void printArray(int arr[], int size) {*

*for (int i = 0; i < size; i++)*

*printf(" %d", arr[i]);*

*printf("\n");*

*}*

*int main() {*

*int arr[100], n;*

*printf("Enter number of elements: ");*

*scanf("%d", &n);*

*printf("Enter %d elements: ", n);*

*for (int i = 0; i < n; i++)*

*scanf("%d", &arr[i]);*

*printf("\nUnsorted Array:\n");*

*printArray(arr, n);*

*SelectionSort(arr, n);*

*printf("\nSorted Array:\n");*

*printArray(arr, n);*

*getch();*

*return 0;*

*}*

## Output:
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CONCLUSION:

The lab helped understand the working of iterative sorting algorithms. All three methods successfully sorted the input data. Among these, Insertion Sort performs better on smaller or partially sorted arrays, while Bubble Sort and Selection Sort are less efficient for larger datasets.

## **Experiment 2**

## OBJECTIVE: To perform and implement various recursive sorting algorithms:

* Merge Sort
* Quick Sort

**THEORY:**

Sorting is a key operation in computer science used to organize data in a particular sequence. Recursive sorting algorithms use the principle of divide and conquer to sort data by breaking the problem into smaller sub-problems and solving them recursively.

**ALGORITHM:**

1. **Merge Sort**

Merge Sort divides the array into two halves, recursively sorts them, and then merges the sorted halves.

Steps:

1. Divide the array into two halves.
2. Recursively sort the sub-arrays.
3. Merge the sorted halves.

Time Complexity:

* Best Case: O(n log n)
* Average Case: O(n log n)
* Worst Case: O(n log n

1. **Quick Sort**

Quick Sort picks a pivot element, partitions the array into elements less than and greater than the pivot, and recursively sorts the sub-arrays.

Steps:

1. Select a pivot.
2. Partition the array around the pivot.
3. Recursively apply the same steps to the sub-arrays.

Time Complexity:

* Best Case: O(n log n)
* Average Case: O(n log n)
* Worst Case: O(n²)

## PROGRAMS

1. **Merge Sort**

*#include<stdio.h>*

*#include<conio.h>*

*void Merge(int arr[], int start, int mid, int end) {*

*int i = start, j = mid + 1, k = start;*

*int temp[end - start + 1];*

*while (i <= mid && j <= end) {*

*if (arr[i] < arr[j]) temp[k++] = arr[i++];*

*else temp[k++] = arr[j++];*

*}*

*while (i <= mid) temp[k++] = arr[i++];*

*while (j <= end) temp[k++] = arr[j++];*

*for (int i = start; i <= end; i++)*

*arr[i] = temp[i];*

*}*

*void MergeSort(int arr[], int start, int end) {*

*if (start < end) {*

*int mid = (start + end) / 2;*

*MergeSort(arr, start, mid);*

*MergeSort(arr, mid + 1, end);*

*Merge(arr, start, mid, end);*

*}*

*}*

*void printArray(int arr[], int size) {*

*for (int i = 0; i < size; i++)*

*printf(" %d", arr[i]);*

*printf("\n");*

*}*

*int main() {*

*int arr[] = {5, 3, 76, 1, 53};*

*int n = sizeof(arr) / sizeof(arr[0]);*

*printf("Before Sort:\n");*

*printArray(arr, n);*

*MergeSort(arr, 0, n - 1);*

*printf("After Sort:\n");*

*printArray(arr, n);*
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*}*

Output

1. Quick Sort

*#include<stdio.h>*

*#include<conio.h>*

*int partition(int arr[], int start, int end){*

*int l = start, r = end;*

*int p = arr[start];*

*while (l < r){*

*while(arr[l] <= p) l++;*

*while(arr[r] >= p) r--;*

*if(l < r){*

*int temp = arr[l];*

*arr[l] = arr[r];*

*arr[r] = temp;*

*}*

*}*

*arr[start] = arr[r];*

*arr[r] = p;*

*return r;*

*}*

*void QuickSort(int arr[], int start, int end) {*

*if (start < end) {*

*int pi = partition(arr, start, end);*

*QuickSort(arr, start, pi - 1);*

*QuickSort(arr, pi + 1, end);*

*}*

*}*

*void printArray(int arr[], int size){*

*for(int i = 0; i < size; i++)*

*printf(" %d", arr[i]);*

*printf("\n");*

*}*

*int main() {*

*int arr[] = {4, 1, 5, 7, 2};*

*int n = sizeof(arr) / sizeof(arr[0]);*

*printf("Before Sort:\n");*

*printArray(arr, n);*

*QuickSort(arr, 0, n - 1);*

*printf("After Sort:\n");*

*printArray(arr, n);*
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*}*

Output:

CONCLUSION:

Recursive sorting algorithms such as Merge Sort and Quick Sort are efficient and widely used. Merge Sort is stable and guarantees O(n log n) time, while Quick Sort is faster in practice but can degrade to O(n²) in the worst case. This lab enhanced understanding of recursion and divide-and-conquer strategies.

## **Experiment 3**

## OBJECTIVE: **To perform binary search on a sorted array using C programming.**

**THEORY:**

Binary Search is a searching algorithm used in a sorted array by repeatedly dividing the search interval in half. It works on the principle of divide and conquer.

**Features of Binary Search:**

1. Fast Search Time: O(log n) time complexity.
2. Works Only on Sorted Arrays.
3. Efficient than Linear Search for large datasets.

**ALGORITHM:**

1. Initialize low = 0 and high = size - 1.
2. Repeat while low <= high:

* Find mid = (low + high) / 2
* If arr[mid] == target, return mid
* Else if arr[mid] > target, set high = mid - 1
* Else set low = mid + 1

1. If not found, return -1

## PROGRAMS

*#include <stdio.h>*

*int binarySearch(int arr[], int size, int key) {*

*int low = 0, high = size - 1, mid;*

*while (low <= high) {*

*mid = (low + high) / 2;*

*if (arr[mid] == key)*

*return mid;*

*else if (arr[mid] < key)*

*low = mid + 1;*

*else*

*high = mid - 1;*

*}*

*return -1;*

*}*

*int main() {*

*int arr[100], n, key, result;*

*printf("Enter number of elements: ");*

*scanf("%d", &n);*

*printf("Enter %d sorted elements: ", n);*

*for (int i = 0; i < n; i++)*

*scanf("%d", &arr[i]);*

*printf("Enter element to search: ");*

*scanf("%d", &key);*

*result = binarySearch(arr, n, key);*

*if (result != -1)*

*printf("Element found at index %d\n", result);*

*else*

*printf("Element not found\n");*

*return 0;*
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Output:

CONCLUSION:

In this lab, we implemented binary search in C and verified its efficiency in searching sorted arrays. The time complexity was observed to be logarithmic, making it ideal for large datasets.